**ANDROID LABORATORY - PROGRAMS**

**Part - A**

Q1. In this lab we will be learning how to use and extend the Android user interface library.

a. Views, View Groups, Layouts, and Widgets are and how they relate to each other.

b. How to declare and reference resources in code.

c. How to navigate between multiple activities.

d. How to share the data between the activities.

e. Explore life-cycle methods of an activity.

f. How to use Events and Event Listeners.

g. How to create Toast Notifications.

Code:

**activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:app="http://schemas.android.com/apk/res-auto"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context="com.example.helloworld.MainActivity">

<TextView

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Hello World!"

app:layout\_constraintBottom\_toBottomOf="parent"

app:layout\_constraintLeft\_toLeftOf="parent"

app:layout\_constraintRight\_toRightOf="parent"

app:layout\_constraintTop\_toTopOf="parent" />

</androidx.constraintlayout.widget.ConstraintLayout>

**MainActivity.java**

package com.example.helloworld;

import androidx.appcompat.app.AppCompatActivity;

//import android.os.Bundle;

//import android.app.Activity;

import android.os.Bundle;

import android.util.Log;

public class MainActivity extends AppCompatActivity {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

Log.d("lifecycle","onCreate invoked");

}

@Override

protected void onStart() {

super.onStart();

Log.d("lifecycle","onStart invoked");

}

@Override

protected void onResume() {

super.onResume();

Log.d("lifecycle","onResume invoked");

}

@Override

protected void onPause() {

super.onPause();

Log.d("lifecycle","onPause invoked");

}

@Override

protected void onStop() {

super.onStop();

Log.d("lifecycle","onStop invoked");

}

@Override

protected void onRestart() {

super.onRestart();

Log.d("lifecycle","onRestart invoked");

}

@Override

protected void onDestroy() {

super.onDestroy();

Log.d("lifecycle","onDestroy invoked");

}

}

Q2. You will expand on your knowledge of the Android user interface library.

a. How to declare layouts statically as an xml resource.

b. How to create custom Views from scratch to suit a specific need.

c. How to create Options and Context Menus.

d. How to use ListAdapter and ArrayAdapter to bind data source to a List View.

e. How to create AlertDialog and progress Dialog in your activity.

**activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:app="http://schemas.android.com/apk/res-auto"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context=".MainActivity"

tools:visibility="visible">

<Button

android:id="@+id/button"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Long Click on Me"

android:textSize="25sp"

android:visibility="visible"

app:layout\_constraintBottom\_toBottomOf="parent"

app:layout\_constraintLeft\_toLeftOf="parent"

app:layout\_constraintRight\_toRightOf="parent"

app:layout\_constraintTop\_toTopOf="parent" />

</androidx.constraintlayout.widget.ConstraintLayout>

**MainActivity.java**

package com.example.contextmenu;

import androidx.annotation.NonNull;

import androidx.appcompat.app.AppCompatActivity;

import android.os.Bundle;

import android.view.ContextMenu;

import android.view.MenuItem;

import android.view.View;

import android.widget.Button;

import android.widget.Toast;

public class MainActivity extends AppCompatActivity {

private Button button;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

button = findViewById(R.id.button);

registerForContextMenu(button);

}

@Override

public void onCreateContextMenu(ContextMenu menu, View v, ContextMenu.ContextMenuInfo menuInfo) {

getMenuInflater().inflate(R.menu.menu,menu);

super.onCreateContextMenu(menu, v, menuInfo);

}

@Override

public boolean onContextItemSelected(@NonNull MenuItem item) {

Toast.makeText(this, ""+item.getTitle(), Toast.LENGTH\_SHORT).show();

return super.onContextItemSelected(item);

}

}

menu.xml

<?xml version="1.0" encoding="utf-8"?>

<menu xmlns:android="http://schemas.android.com/apk/res/android">

<item

android:title="@string/one"

/>

<item

android:title="@string/two"

/>

<item

android:title="@string/three"

/>

<item

android:title="@string/four"

/>

<item

android:title="@string/five"

/>

</menu>

Q3. You will be persisting data using an SQLite Database and preserving the state of

an application during its lifecycle.

a. How to save & restore data as Application Preferences (Shared Preference).

b. How to save & restore data as Instance State.

c. How to create and manage an SQLiteDatabase in Android.

d. How to insert, update, remove, and retrieve data from an SQLite Database.

e. Display data using RecyclerView.

**MainActivity.java**

package com.example.sqllitetry;

import androidx.appcompat.app.AlertDialog;

import androidx.appcompat.app.AppCompatActivity;

import android.database.Cursor;

import android.os.Bundle;

import android.view.View;

import android.widget.Button;

import android.widget.EditText;

import android.widget.Toast;

public class MainActivity extends AppCompatActivity {

EditText name, contact, dob;

Button insert, update, delete, view;

DBHelper DB;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

name = findViewById(R.id.name);

contact = findViewById(R.id.contact);

dob = findViewById(R.id.dob);

insert = findViewById(R.id.btnInsert);

update = findViewById(R.id.btnUpdate);

delete = findViewById(R.id.btnDelete);

view = findViewById(R.id.btnView);

DB = new DBHelper(this);

insert.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

String nameTXT = name.getText().toString();

String contactTXT = contact.getText().toString();

String dobTXT = dob.getText().toString();

Boolean checkinsertdata = DB.insertuserdata(nameTXT, contactTXT, dobTXT);

if(checkinsertdata==true)

Toast.makeText(MainActivity.this, "New Entry Inserted", Toast.LENGTH\_SHORT).show();

else

Toast.makeText(MainActivity.this, "New Entry Not Inserted", Toast.LENGTH\_SHORT).show();

} });

update.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

String nameTXT = name.getText().toString();

String contactTXT = contact.getText().toString();

String dobTXT = dob.getText().toString();

Boolean checkupdatedata = DB.updateuserdata(nameTXT, contactTXT, dobTXT);

if(checkupdatedata==true)

Toast.makeText(MainActivity.this, "Entry Updated", Toast.LENGTH\_SHORT).show();

else

Toast.makeText(MainActivity.this, "New Entry Not Updated", Toast.LENGTH\_SHORT).show();

} });

delete.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

String nameTXT = name.getText().toString();

Boolean checkudeletedata = DB.deletedata(nameTXT);

if(checkudeletedata==true)

Toast.makeText(MainActivity.this, "Entry Deleted", Toast.LENGTH\_SHORT).show();

else

Toast.makeText(MainActivity.this, "Entry Not Deleted", Toast.LENGTH\_SHORT).show();

} });

view.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

Cursor res = DB.getdata();

if(res.getCount()==0){

Toast.makeText(MainActivity.this, "No Entry Exists", Toast.LENGTH\_SHORT).show();

return;

}

StringBuffer buffer = new StringBuffer();

while(res.moveToNext()){

buffer.append("Name :"+res.getString(0)+"\n");

buffer.append("Contact :"+res.getString(1)+"\n");

buffer.append("Date of Birth :"+res.getString(2)+"\n\n");

}

AlertDialog.Builder builder = new AlertDialog.Builder(MainActivity.this);

builder.setCancelable(true);

builder.setTitle("User Entries");

builder.setMessage(buffer.toString());

builder.show();

} });

}}

**DBHelper.java**

package com.example.sqllitetry;

import android.content.ContentValues;

import android.content.Context;

import android.database.Cursor;

import android.database.sqlite.SQLiteDatabase;

import android.database.sqlite.SQLiteOpenHelper;

import androidx.annotation.Nullable;

public class DBHelper extends SQLiteOpenHelper {

public DBHelper(Context context) {

super(context, "Userdata.db", null, 1);

}

@Override

public void onCreate(SQLiteDatabase DB) {

DB.execSQL("create Table Userdetails(name TEXT primary key, contact TEXT, dob TEXT)");

}

@Override

public void onUpgrade(SQLiteDatabase DB, int i, int ii) {

DB.execSQL("drop Table if exists Userdetails");

}

public Boolean insertuserdata(String name, String contact, String dob)

{

SQLiteDatabase DB = this.getWritableDatabase();

ContentValues contentValues = new ContentValues();

contentValues.put("name", name);

contentValues.put("contact", contact);

contentValues.put("dob", dob);

long result=DB.insert("Userdetails", null, contentValues);

if(result==-1){

return false;

}else{

return true;

}

}

public Boolean updateuserdata(String name, String contact, String dob)

{

SQLiteDatabase DB = this.getWritableDatabase();

ContentValues contentValues = new ContentValues();

contentValues.put("contact", contact);

contentValues.put("dob", dob);

Cursor cursor = DB.rawQuery("Select \* from Userdetails where name = ?", new String[]{name});

if (cursor.getCount() > 0) {

long result = DB.update("Userdetails", contentValues, "name=?", new String[]{name});

if (result == -1) {

return false;

} else {

return true;

}

} else {

return false;

}

}

public Boolean deletedata (String name)

{

SQLiteDatabase DB = this.getWritableDatabase();

Cursor cursor = DB.rawQuery("Select \* from Userdetails where name = ?", new String[]{name});

if (cursor.getCount() > 0) {

long result = DB.delete("Userdetails", "name=?", new String[]{name});

if (result == -1) {

return false;

} else {

return true;

}

} else {

return false;

}

}

public Cursor getdata ()

{

SQLiteDatabase DB = this.getWritableDatabase();

Cursor cursor = DB.rawQuery("Select \* from Userdetails", null);

return cursor;

}

}

**Activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:app="http://schemas.android.com/apk/res-auto"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:padding="10dp"

tools:context=".MainActivity">

<TextView

android:id="@+id/texttitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Please enter the details below"

android:textSize="24dp"

android:layout\_marginTop="20dp"/>

<EditText

android:id="@+id/name"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@+id/texttitle"

android:hint="Name"

android:inputType="textPersonName"

android:textSize="24dp" />

<EditText

android:id="@+id/contact"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@+id/name"

android:hint="Contact"

android:inputType="number"

android:textSize="24dp" />

<EditText

android:id="@+id/dob"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@+id/contact"

android:hint="Date of Birth"

android:inputType="number"

android:textSize="24dp" />

<Button

android:id="@+id/btnInsert"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@id/dob"

android:layout\_marginTop="30dp"

android:text="Insert New Data"

android:textSize="24dp" />

<Button

android:id="@+id/btnUpdate"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@id/btnInsert"

android:text="Update Data"

android:textSize="24dp" />

<Button

android:id="@+id/btnDelete"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@id/btnUpdate"

android:text="Delete Existing Data"

android:textSize="24dp" />

<Button

android:id="@+id/btnView"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@id/btnDelete"

android:text="View Data"

android:textSize="24dp" />

</RelativeLayout>

Q4.Develop an app to capture a photo and store it into SDCard, extend this app to display

all the photos capture in the grid view.

a. How to use the Camera.

b. How to write data to the SD card.

**activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout

xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:app="http://schemas.android.com/apk/res-auto"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:gravity="center\_horizontal"

android:orientation="vertical"

tools:context=".MainActivity">

<ImageView

android:id="@+id/imgCamera"

android:layout\_width="400dp"

android:layout\_height="240dp"

android:scaleType="fitXY" />

<Button

android:id="@+id/btnCamera"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_marginTop="21dp"

android:text="Open Camera"/>

</LinearLayout>

**MainActivity.java**

package com.example.camerasd;

import androidx.annotation.Nullable;

import androidx.appcompat.app.AppCompatActivity;

import android.content.Intent;

import android.graphics.Bitmap;

import android.os.Bundle;

import android.provider.MediaStore;

import android.view.View;

import android.widget.Button;

import android.widget.ImageView;

public class MainActivity extends AppCompatActivity {

private final int CAMERA\_REQ\_CODE = 100;

ImageView imgCamera;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

imgCamera = findViewById(R.id.imgCamera);

Button btnCamera = findViewById(R.id.btnCamera);

btnCamera.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

Intent iCamera = new Intent(MediaStore.ACTION\_IMAGE\_CAPTURE);

startActivityForResult(iCamera, CAMERA\_REQ\_CODE);

}

});

}

@Override

protected void onActivityResult(int requestCode, int resultCode, @Nullable Intent data) {

super.onActivityResult(requestCode, resultCode, data);

if (resultCode == RESULT\_OK) {

if (requestCode == CAMERA\_REQ\_CODE) {

//for camera

Bitmap img = (Bitmap) (data.getExtras().get("data"));

imgCamera.setImageBitmap(img);

}

}

}

}

4b) Android select an image from the gallery or storage

**AndriodMainfest.xml**

<!--//Adding Read External storage Permission-->

<uses-permission android:name="android.permission.READ\_EXTERNAL\_STORAGE"/>

**MainActivity.java**

package com.example.galleryapp;

import androidx.annotation.NonNull;

import androidx.annotation.Nullable;

import androidx.appcompat.app.AppCompatActivity;

import androidx.core.app.ActivityCompat;

import androidx.core.content.ContextCompat;

import android.Manifest;

import android.app.Activity;

import android.content.Intent;

import android.content.pm.PackageManager;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.net.Uri;

import android.os.Build;

import android.os.Bundle;

import android.provider.MediaStore;

import android.view.View;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.Toast;

import java.io.InputStream;

public class MainActivity extends AppCompatActivity

{

private static final int REQUEST\_CODE\_STORAGE\_PERMISSION = 1;

private static final int REQUEST\_CODE\_SELECT\_IMAGE = 2;

private ImageView imageSelected;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

imageSelected = findViewById(R.id.selectedImage);

findViewById(R.id.buttonSelectedImage).setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View view) {

if (ContextCompat.checkSelfPermission(

getApplicationContext(), Manifest.permission.READ\_EXTERNAL\_STORAGE

) != PackageManager.PERMISSION\_GRANTED) {

ActivityCompat.requestPermissions(

MainActivity.this,

new String[]{Manifest.permission.READ\_EXTERNAL\_STORAGE},

REQUEST\_CODE\_STORAGE\_PERMISSION);

} else {

selectImage();

}

}

});

}

private void selectImage()

{

Intent intent = new Intent(Intent.ACTION\_PICK,MediaStore.Images.Media.EXTERNAL\_CONTENT\_URI);

if(intent.resolveActivity(getPackageManager()) != null){

startActivityForResult(intent,REQUEST\_CODE\_SELECT\_IMAGE);

}

}

@Override

public void onRequestPermissionsResult(int requestCode,@Nullable String[] permissions,@Nullable int[] grantResults)

{

super.onRequestPermissionsResult(requestCode,permissions,grantResults);

if(requestCode == REQUEST\_CODE\_STORAGE\_PERMISSION && grantResults.length > 0)

{

if(grantResults[0] == PackageManager.PERMISSION\_GRANTED)

{

selectImage();

}

else

{

Toast.makeText(this, "Permission Denied", Toast.LENGTH\_SHORT).show();

}

}

}

@Override

protected void onActivityResult(int requestCode, int resultCode, @Nullable Intent data) {

super.onActivityResult(requestCode, resultCode, data);

if(requestCode == REQUEST\_CODE\_SELECT\_IMAGE && resultCode == RESULT\_OK){

if(data != null){

Uri selectedImageUri = data.getData();

if(selectedImageUri != null){

try{

InputStream inputStream = getContentResolver().openInputStream(selectedImageUri);

Bitmap bitmap = BitmapFactory.decodeStream(inputStream);

imageSelected.setImageBitmap(bitmap);

}catch (Exception exception){

Toast.makeText(this,exception.getMessage(), Toast.LENGTH\_SHORT).show();

}

}

}

}

}

}

**activitymain.xml**

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout

xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

tools:context=".MainActivity">

<Button

android:id="@+id/buttonSelectedImage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="@string/select\_image"/>

<ImageView

android:id="@+id/selectedImage"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:adjustViewBounds="true"

android:contentDescription="@string/app\_name" />

</LinearLayout>

Q5. Create an application to demonstrate few key features of the Android framework. In

particular, the application demonstrates how to send SMS text messages.

a. How to send SMS text messages.

b. How to dial using an in-built dialer

c. How to send email.

**activitymain.xml:**

<?xml version="1.0" encoding="utf-8"?>

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:app="http://schemas.android.com/apk/res-auto"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context="com.example.smsemailphone.MainActivity">

<TextView

android:id="@+id/textView1"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Sending SMS Example"

android:layout\_alignParentTop="true"

android:layout\_centerHorizontal="true"

android:textSize="30dp" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Send Sms"

android:id="@+id/btnSendSMS"

android:layout\_centerHorizontal="true"

android:layout\_marginTop="48dp" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Send Email"

android:id="@+id/btnSendEmail"

android:layout\_below="@+id/btnSendSMS"

android:layout\_centerHorizontal="true"

android:layout\_marginTop="48dp" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Phone"

android:id="@+id/btnDialPhone"

android:layout\_marginTop="54dp" />

</RelativeLayout>

**MainActivity:**

package com.example.smsemailphone;

import androidx.appcompat.app.AppCompatActivity;

import android.content.Intent;

import android.net.Uri;

import android.os.Bundle;

import android.view.View;

import android.widget.Button;

import android.widget.Toast;

public class MainActivity extends AppCompatActivity {

private static final int MY\_PERMISSIONS\_REQUEST\_SEND\_SMS = 0;

Button sendBtn;

Button btnSendEmail;

Button btnPhone;

String phoneNo;

String message;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

sendBtn = (Button) findViewById(R.id.btnSendSMS);

btnSendEmail = (Button) findViewById(R.id.btnSendEmail);

btnPhone = (Button) findViewById(R.id.btnDialPhone);

sendBtn.setOnClickListener(new View.OnClickListener() {

public void onClick(View view) {

sendSMSMessage();

}

});

btnSendEmail.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

sendEmail();

}

});

btnPhone.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

PhoneDial();

}

});

}

protected void sendEmail() {

Intent emailIntent = new Intent(Intent.ACTION\_SEND);

emailIntent.setData(Uri.parse("mailto:"));

emailIntent.setType("text/plain");

emailIntent.putExtra(Intent.EXTRA\_EMAIL, new String[]{"ba.mohan@gmail.com"});

emailIntent.putExtra(Intent.EXTRA\_SUBJECT, "subject Test");

emailIntent.putExtra(Intent.EXTRA\_TEXT, "Message Body Test");

startActivity(emailIntent);

}

protected void sendSMSMessage() {

Intent sendIntent = new Intent(Intent.ACTION\_VIEW);

sendIntent.putExtra("sms\_body", "default content");

sendIntent.setType("vnd.android-dir/mms-sms");

startActivity(sendIntent);

Toast.makeText(getApplicationContext(), "SMS sent.",

Toast.LENGTH\_LONG).show();

}

protected void PhoneDial() {

Intent intent = new Intent(Intent.ACTION\_DIAL);

startActivity(intent); }

}

Output:

![](data:image/png;base64,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)

Q6. Develop an app that include broadcast Receiver to receive the miss calls from the Known

number and display it to the user using notification services. This same app should also fetch

phone number from the inbuilt contacts using the concept of content provider.

a. How to use broadcast receiver and notifications.

b. How to use content providers.

6a:

**Activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>  
<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent"  
 tools:context=".MainActivity">  
  
 <Button  
 android:id="@+id/buttonNotify"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="@string/notify\_me"  
 tools:layout\_editor\_absoluteX="33dp"  
 tools:layout\_editor\_absoluteY="40dp"  
 tools:ignore="MissingConstraints" />  
  
</androidx.constraintlayout.widget.ConstraintLayout>

**Main\_activity.java**

package com.example.sixthapp;  
  
import android.app.Notification;  
import android.app.NotificationChannel;  
import android.app.NotificationManager;  
import android.app.PendingIntent;  
import android.app.TaskStackBuilder;  
import android.content.Context;  
import android.content.Intent;  
import android.os.Bundle;  
import android.widget.Button;  
  
import androidx.appcompat.app.AppCompatActivity;  
import androidx.core.app.NotificationCompat;  
  
@SuppressWarnings("ALL")  
public class MainActivity extends AppCompatActivity {  
 Button but;  
 Context context=MainActivity.this;  
 String CHANNEL\_ID="my\_channel\_01";  
 CharSequence name = "my\_channel";  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
 setContentView(R.layout.*activity\_main*);  
 but= findViewById(R.id.*buttonNotify*);  
 NotificationManager notificationManager = (NotificationManager) context.getSystemService(Context.*NOTIFICATION\_SERVICE*);  
  
 but.setOnClickListener(v -> {  
 NotificationChannel mChannel = new NotificationChannel(CHANNEL\_ID, name, NotificationManager.*IMPORTANCE\_HIGH*);  
 notificationManager.createNotificationChannel(mChannel);  
  
 Intent notificationIntent = new Intent(context, MainActivity.class);  
  
 TaskStackBuilder stackBuilder = TaskStackBuilder.*create*(context);  
 stackBuilder.addParentStack(MainActivity.class);  
 stackBuilder.addNextIntent(notificationIntent);  
  
 PendingIntent pendingIntent = stackBuilder.getPendingIntent(0, PendingIntent.*FLAG\_IMMUTABLE*);  
  
 NotificationCompat.Builder builder = new NotificationCompat.Builder(context,CHANNEL\_ID);  
  
 Notification notification = builder.setContentTitle("Notification Title")  
 .setContentText("Notification Text")  
 .setTicker("Test!")  
 .setSmallIcon(R.mipmap.*ic\_launcher*)  
 .setAutoCancel(true)  
 .setContentIntent(pendingIntent).build();  
  
 notificationManager.notify(0, notification);  
 });  
 }  
}

Program 6b:

**Activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<androidx.constraintlayout.widget.ConstraintLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context=".MainActivity">

<Button

android:id="@+id/button"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="@string/button"

tools:layout\_editor\_absoluteX="33dp"

tools:layout\_editor\_absoluteY="40dp"

tools:ignore="MissingConstraints" />

</androidx.constraintlayout.widget.ConstraintLayout>

**Main\_activity.java**

package com.example.sixthbapp;

import android.Manifest;

import android.annotation.SuppressLint;

import android.app.Activity;

import android.content.Intent;

import android.database.Cursor;

import android.net.Uri;

import android.os.Bundle;

import android.provider.ContactsContract;

import android.widget.Button;

import android.widget.Toast;

import androidx.appcompat.app.AppCompatActivity;

import androidx.core.app.ActivityCompat;

@SuppressWarnings("ALL")

public class MainActivity extends AppCompatActivity {

public static final int RequestPermissionCode = 1 ;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

Button button = findViewById(R.id.button);

EnableRuntimePermission();

button.setOnClickListener(v -> {

Intent intent = new Intent(Intent.ACTION\_PICK, ContactsContract.Contacts.CONTENT\_URI);

startActivityForResult(intent, 1);

});

}

public void EnableRuntimePermission(){

if (ActivityCompat.shouldShowRequestPermissionRationale(MainActivity.this, Manifest.permission.READ\_CONTACTS))

{

Toast.makeText(MainActivity.this,"CONTACTS permission allows us to Access CONTACTS app", Toast.LENGTH\_LONG).show();

} else {

ActivityCompat.requestPermissions(MainActivity.this,new String[]{ Manifest.permission.READ\_CONTACTS}, RequestPermissionCode);

}

}

@Override

public void onActivityResult(int reqCode, int resultCode, Intent data){

super.onActivityResult(reqCode, resultCode, data);

if (reqCode == 1) {

if (resultCode == Activity.RESULT\_OK) {

Uri contactData = data.getData();

try (Cursor c = managedQuery(contactData, null, null, null, null)) {

if (c.moveToFirst()) {

String id = c.getString(c.getColumnIndexOrThrow(ContactsContract.Contacts.\_ID));

@SuppressLint("Range")

String hasPhone = c.getString(c.getColumnIndex(ContactsContract.Contacts.HAS\_PHONE\_NUMBER));

if (hasPhone.equalsIgnoreCase("1")) {

Cursor phones = getContentResolver().query(ContactsContract.CommonDataKinds.Phone.CONTENT\_URI, null, ContactsContract.CommonDataKinds.Phone.CONTACT\_ID + " = " + id, null, null);

phones.moveToFirst();

@SuppressLint("Range")

String cNumber = phones.getString(phones.getColumnIndex(ContactsContract.CommonDataKinds.Phone.NUMBER));

Toast.makeText(getApplicationContext(), cNumber, Toast.LENGTH\_SHORT).show();

phones.close();

}

}

}

catch(Exception e)

{

e.printStackTrace();

}

}

}

}

}

**AndriodManifest.xml**

   <uses-permission android:name="android.permission.READ\_CONTACTS"/>

7.Design an android app to fetch the JSON data from the internet and display the data using

listView.

c. Employee data is stored in the internet. (use Async Task)

d. When app sends the request to the server, the server should provide data in json

format.

e. The client app should fetch this data and display using listview.

https://api.androidhive.info/contacts/

{

"contacts": [

{

"id": "c200",

"name": "Ravi Tamada",

"email": "ravi@gmail.com",

"address": "xx-xx-xxxx,x - street, x - country",

"gender" : "male",

"phone": {

"mobile": "+91 0000000000",

"home": "00 000000",

"office": "00 000000"

}

},

**Main\_Activity.java**

public class MainActivity extends AppCompatActivity {

Button b;

ListView lv;

ArrayList<HashMap<String, String>>contactList;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

contactList = new ArrayList<>();

lv= (ListView) findViewById(R.id.list);

b= (Button) findViewById(R.id.fetch);

b.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

String strUrl = "https://api.androidhive.info/contacts/";

new UrlHandler().execute(strUrl);

}

});

}

public class UrlHandler extends AsyncTask<String, Integer, String> {

@Override

protected void onPostExecute(String s) {

super.onPostExecute(s);

ListAdapter adapter = new SimpleAdapter(MainActivity.this, contactList,

R.layout.list\_item, new String[]{ "id","name","email"},

new int[]{R.id.cid,R.id.cname, R.id.cemail});

lv.setAdapter(adapter);

}

@Override

protected String doInBackground(String... params) {

String json\_response = null;

try {

URL url = new URL(params[0]);

HttpURLConnection connection = (HttpURLConnection) url.openConnection();

connection.setRequestMethod("GET");

connection.connect();

InputStream in = new BufferedInputStream(connection.getInputStream());

json\_response = convertStreamToString(in);

if (json\_response != null) {

try {

JSONObject jsonObj = new JSONObject(json\_response);

// Getting JSON Array node

JSONArray contacts = jsonObj.getJSONArray("contacts");

// looping through All Contacts

for (int i = 0; i < contacts.length(); i++) {

JSONObject c = contacts.getJSONObject(i);

String id = c.getString("id");

String name = c.getString("name");

String email = c.getString("email");

// tmp hash map for single contact

HashMap<String, String> contact = new HashMap<>();

// adding each child node to HashMap key => value

contact.put("id", id);

contact.put("name", name);

contact.put("email", email);

// adding contact to contact list

contactList.add(contact);

}

} catch (JSONException e) {

Log.e("error", "Json parsing error: " + e.getMessage());

}

} else {

Log.e("error", "Couldn't get json from server.");

}

} catch (MalformedURLException e) {

e.printStackTrace();

} catch (IOException e) {

e.printStackTrace();

}

return null;

}

private String convertStreamToString(InputStream is) {

BufferedReader reader = new BufferedReader(new InputStreamReader(is));

StringBuilder sb = new StringBuilder();

String line;

try {

while ((line = reader.readLine()) != null) {

sb.append(line).append('\n');

}

} catch (IOException e) {

e.printStackTrace();

}

return sb.toString();

}

}

}

**activity\_main.xml**

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout

xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

xmlns:app="http://schemas.android.com/apk/res-auto"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

tools:context="nmit.mohan.com.myapplication.MainActivity">

<Button

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Fetch Data"

android:id="@+id/fetch"

/>

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:id="@+id/textView"

/>

<ListView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:id="@+id/list"

></ListView>

</LinearLayout>

**list\_item.xml**

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:orientation="vertical" android:layout\_width="match\_parent"

android:layout\_height="match\_parent">

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:id="@+id/cid"

/>

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:id="@+id/cname"

/>

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:id="@+id/cemail"

/>

</LinearLayout>

**Android\_Mainfest.xml**

<uses-permission android:name="android.permission.INTERNET"></uses-permission>

Q8.Develop an android app on Google Map, and should provide following functions.

a. How to incorporate Google Maps into an application.

b. How to register for and receive GPS location information.

c. How to create Google Maps Overlays.

d. Accept city name from user and marks it on map.

e. Explore features like Zoom and map types.

**MapsActivity.java**

package com.example.program8;  
  
import androidx.fragment.app.FragmentActivity;  
  
import android.location.Address;  
import android.location.Geocoder;  
import android.os.Bundle;  
import android.view.View;  
import android.widget.EditText;  
import android.widget.TextView;  
  
import com.google.android.gms.maps.CameraUpdateFactory;  
import com.google.android.gms.maps.GoogleMap;  
import com.google.android.gms.maps.OnMapReadyCallback;  
import com.google.android.gms.maps.SupportMapFragment;  
import com.google.android.gms.maps.model.LatLng;  
import com.google.android.gms.maps.model.MarkerOptions;  
import com.example.program8.databinding.ActivityMapsBinding;  
  
import java.io.IOException;  
import java.util.List;  
  
public class MapsActivity extends FragmentActivity implements OnMapReadyCallback {  
  
 private GoogleMap mMap;  
 private TextView tv;  
 private ActivityMapsBinding binding;  
  
 @Override  
 protected void onCreate(Bundle savedInstanceState) {  
 super.onCreate(savedInstanceState);  
  
 binding = ActivityMapsBinding.inflate(getLayoutInflater());  
 setContentView(binding.getRoot());  
  
 // Obtain the SupportMapFragment and get notified when the map is ready to be used.  
 SupportMapFragment mapFragment = (SupportMapFragment) getSupportFragmentManager()  
 .findFragmentById(R.id.map);  
 mapFragment.getMapAsync(this);  
 }  
  
 /\*\*  
 \* Manipulates the map once available.  
 \* This callback is triggered when the map is ready to be used.  
 \* This is where we can add markers or lines, add listeners or move the camera. In this case,  
 \* we just add a marker near Sydney, Australia.  
 \* If Google Play services is not installed on the device, the user will be prompted to install  
 \* it inside the SupportMapFragment. This method will only be triggered once the user has  
 \* installed Google Play services and returned to the app.  
 \*/  
 @Override  
 public void onMapReady(GoogleMap googleMap) {  
 mMap = googleMap;  
  
 // Add a marker in Bengaluru and move the camera  
 LatLng Bengaluru = new LatLng(13, 78);  
 mMap.addMarker(new MarkerOptions().position(Bengaluru).title("Marker in Bengaluru"));  
 mMap.moveCamera(CameraUpdateFactory.newLatLng(Bengaluru));  
 }  
  
 public void setmMap(GoogleMap mMap) {  
 this.mMap = mMap;  
 }  
  
 public void onSearch(View view) {  
 List<Address> addressList = null;  
 EditText et\_location = (EditText) findViewById(R.id.et1);  
 String location = et\_location.getText().toString();  
 if (location != null || location.equals("")) {  
 Geocoder geocoder = new Geocoder(this);  
  
 try {  
  
  
 addressList = geocoder.getFromLocationName(location, 1);  
 } catch (IOException e) {  
 e.printStackTrace();  
 }  
  
  
 Address address = addressList.get(0);  
 LatLng latLng = new LatLng(address.getLatitude(), address.getLongitude());  
 mMap.addMarker(new MarkerOptions().position(latLng).title(location));  
 mMap.animateCamera(CameraUpdateFactory.newLatLng(latLng));  
 }  
 }  
  
 public void onType(View view) {  
 if (mMap.getMapType() == GoogleMap.MAP\_TYPE\_NORMAL) {  
 mMap.setMapType(GoogleMap.MAP\_TYPE\_SATELLITE);  
 } else {  
 mMap.setMapType(GoogleMap.MAP\_TYPE\_NORMAL);  
 }  
 }  
  
 public void onZoom(View view) {  
 if (view.getId() == R.id.zoomin) {  
 mMap.animateCamera(CameraUpdateFactory.zoomIn());  
 }  
 if (view.getId() == R.id.zoomout) {  
 mMap.animateCamera(CameraUpdateFactory.zoomOut());  
 }  
  
 }  
}

**Activity\_maps.xml**

<?xml version="1.0" encoding="utf-8"?>  
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" android:layout\_width="match\_parent"  
 android:orientation="vertical" android:layout\_height="400dp">  
 <LinearLayout  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:orientation="horizontal"  
 android:id="@+id/ll1">  
  
 <EditText  
 android:id="@+id/et1"  
 android:layout\_width="196dp"  
 android:layout\_height="wrap\_content" />  
  
 <Button  
 android:id="@+id/searchbut"  
 android:layout\_width="98dp"  
 android:layout\_height="wrap\_content"  
 android:onClick="onSearch"  
 android:text="Search" />  
  
 <Button  
 android:id="@+id/typebut"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:onClick="onType"  
 android:text="Type" />  
  
 </LinearLayout>  
 <LinearLayout  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:orientation="horizontal"  
 android:layout\_below="@id/ll1"  
 android:id="@+id/linearLayout"  
 android:layout\_alignParentBottom="true">  
  
 <fragment xmlns:android="http://schemas.android.com/apk/res/android"  
 xmlns:tools="http://schemas.android.com/tools"  
 android:id="@+id/map"  
 android:layout\_below="@id/ll1"  
 android:name="com.google.android.gms.maps.SupportMapFragment"  
 android:layout\_width="343dp"  
 android:layout\_height="match\_parent"  
 tools:context="com.example.mohan.demomaps.MapsActivity" />  
  
 <LinearLayout  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:orientation="vertical">  
  
 <Button  
 android:id="@+id/zoomin"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="69dp"  
 android:onClick="onZoom"  
 android:text="+" />  
  
 <Button  
 android:id="@+id/zoomout"  
 android:layout\_width="wrap\_content"  
 android:layout\_height="68dp"  
 android:onClick="onZoom"  
 android:text="-" />  
 </LinearLayout>  
 </LinearLayout>  
</RelativeLayout>

**AndroidMainfest.xml**

<?xml version="1.0" encoding="utf-8"?>  
<manifest xmlns:android="http://schemas.android.com/apk/res/android"  
 package="com.example.program8">  
  
 <uses-permission android:name="android.permission.ACCESS\_FINE\_LOCATION" />  
 <uses-permission android:name="android.permission.ACCESS\_COARSE\_LOCATION" />  
 <uses-permission android:name="android.permission.INTERNET"/>  
 <uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE"/>  
 <uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />  
 <uses-permission android:name="com.google.android.providers.gsf.permission.READ\_GSERVICES" />  
  
  
 <application  
 android:allowBackup="true"  
 android:icon="@mipmap/ic\_launcher"  
 android:label="@string/app\_name"  
 android:roundIcon="@mipmap/ic\_launcher\_round"  
 android:supportsRtl="true"  
 android:theme="@style/Theme.Program8">  
  
  
  
 <!--  
 TODO: Before you run your application, you need a Google Maps API key.  
  
 To get one, follow the directions here:  
  
 https://developers.google.com/maps/documentation/android-sdk/get-api-key  
  
 Once you have your API key (it starts with "AIza"), define a new property in your  
 project's local.properties file (e.g. MAPS\_API\_KEY=Aiza...), and replace the  
 "YOUR\_API\_KEY" string in this file with "${MAPS\_API\_KEY}".  
 -->  
 <meta-data  
 android:name="com.google.android.geo.API\_KEY"  
 android:value="AIzaSyAPTYkumdx\_qL8KCypbGI5asIsNRXmt2p8" />  
  
 <activity  
 android:name=".MapsActivity"  
 android:exported="true"  
 android:label="@string/title\_activity\_maps">  
 <intent-filter>  
 <action android:name="android.intent.action.MAIN" />  
  
 <category android:name="android.intent.category.LAUNCHER" />  
 </intent-filter>  
 </activity>  
 </application>  
  
</manifest>